**Name:** Purvi Singhvi

**Enrollment No.:** 180099

**PROGRAM-13**

**Aim:** Write an algorithm and program to implement Assembly-Line Scheduling.

**Algorithm:**

1. f1[1] = e1 + a1,1

2. f2[1] = e2 + a2,1

3. for j = 2 to n

4. if ((f1[j − 1] + a1,j ) ≤ (f2[j − 1] + t2,j−1 + a1,j )) then

5. f1[j] = f1[j − 1] + a1,j and l1[j] = 1 /\* lp denotes the line p \*/

6. else

7. f1[j] = f2[j − 1] + t2,j−1 + a1,j and l1[j] = 2

8. if ((f2[j − 1] + a2,j ) ≤ (f1[j − 1] + t1,j−1 + a2,j )) then

9. f2[j] = f2[j − 1] + a2,j and l2[j] = 2

10. else

11. f2[j] = f1[j − 1] + t1,j−1 + a2,j and l2[j] = 1

12. end for

13. if (f1[n] + x1 ≤ f2[n] + x2) then

14. f OP T = f1[n] + x1 and l OP T = 1

15. else

16. f OP T = f2[n] + x2 and l OP T = 2

**Source Code:**

#include <stdio.h>

#include<conio.h>

#define NUM\_LINE 2

#define NUM\_STATION 4

// Utility function to find minimum of two numbers

int min(int a, int b) { return a < b ? a : b; }

int carAssembly(int a[][NUM\_STATION], int t[][NUM\_STATION], int \*e, int \*x)

{

int T1[NUM\_STATION], T2[NUM\_STATION], i;

T1[0] = e[0] + a[0][0]; // time taken to leave first station in line 1

T2[0] = e[1] + a[1][0]; // time taken to leave first station in line 2

// Fill tables T1[] and T2[] using the above given recursive relations

for (i = 1; i < NUM\_STATION; ++i)

{

T1[i] = min(T1[i-1] + a[0][i], T2[i-1] + t[1][i] + a[0][i]);

T2[i] = min(T2[i-1] + a[1][i], T1[i-1] + t[0][i] + a[1][i]);

}

// Consider exit times and retutn minimum

return min(T1[NUM\_STATION-1] + x[0], T2[NUM\_STATION-1] + x[1]);

}

void main()

{

clrscr();

int a[][NUM\_STATION] = {{2, 5, 3, 4},

{2, 10, 1, 3}};

int t[][NUM\_STATION] = {{0, 7, 4, 5},

{0, 9, 2, 8}};

int e[] = {10, 12}, x[] = {18, 7};

printf("%d", carAssembly(a, t, e, x));

getch();

}

**Output:**

![](data:image/png;base64,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)

**Complexity:**

O(n)